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Abstract: SNAP (Standar Nasional OPEN APl Pembayaran) was submitted
by several sub-working groups formed jointly by ASPI and the Bank of
Indonesia for encouraging digital transformation in the banking industry. In
the document Pedoman Tata Kelola (Bank of Indonesia, n.d.), there is the
use cryptographic algorithms that are used as validation for third parties to
use the Open API. The algorithms used in the document are HMAC and
RSA. However, there are other algorithms that can be used as a form of
validation, such as ECC and ZK-SNARK. ECC uses an elliptic curve as a
standard cryptography calculation which can use shorter keys than RSA. On
the other hand, ZK-SNARK uses a pairing-based elliptic curve which makes
verification calculations simpler. The method used as authentication in
SNAP is the third party will send the signature in the API header along with
the sent API payload. The signature describes the body payload, the endpoint
URL that was called by the third party, and the time when the API call was
made, so the signature will change all the time. In this research, the
performance of the four cryptographic algorithms is compared based on
SNAP method. The performance we compare is overall speed of process
when creating the signature and verifying it. The result is that HMAC is the
most efficient algorithm, but for financial data, it is better to use ECC which
uses asymmetric keys and is faster than RSA contained in the SNAP
document, especially when 256 bits security level that ECC could be 10
times faster then RSA.

Keywords: cryptographic, ECC, HMAC, performance, RSA, SNAP, ZK-
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INTRODUCTION
On 16 August 2021, Bank Indonesia verified a document regarding the use of an Open API for

payments in Indonesia named SNAP (Standar Nasional OPEN API Pembayaran). This document was
initiated by many parties who are members of a sub-working group called ASPI (Asosiasi Sistem
Pembayaran Indonesia). The document already contains a chapter on standard encryption components
that are used as part of verifying every API call made by a third party.

This chapter explains the procedures for using signatures for the verification process, such as using
public and private keys, using encoding authentication in each header, and using signatures in headers.
The use of data encryption is intended as an additional security for API calls so that third parties cannot
call any API with the same signature when calling other APIs.
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There are two uses of signatures in SNAP documentation, namely symmetric and asymmetric
signatures. Symmetric signature uses the HMAC-SHAL12 algorithm. On the other hand, an asymmetric
signature uses the SHA256-with-RSA algorithm. Both of these signatures have an adequate good level
of security and are difficult to be attacked by the man in the middle.

The difference between the two signatures is that RSA requires a private and public key that is
generated at the beginning as a trusted key that is stored by both parties, while HMAC does not require
a trusted key, because the process of forming a signature only requires a secret key that is known by
both parties. The SHA256-with-RSA technigue also requires a secret key for the SHA process in the
algorithm.

Other authentication processes are ECC and ZK-SNARK. Both use an elliptic curve which has a high
level of security with a shorter key length. With a shorter key length, the verification process becomes
faster and more efficient. This elliptic curve algorithm is used in web3 applications and blockchain
applications which are widely used today.

In this research, we will compare the signature algorithm processes on SNAP, namely HMAC-

SHA512 and SHA256-with-RSA with ZK-SNARK. ZK-SNARK is an authentication algorithm using
pair elliptic curve cryptography which can reduce the proof for verification but still with a high level of
security. The results of this comparison will lead to increased performance but still with the same level
of security.

LITERATURE REVIEW

RSA has been deemed as a secure and trustworthy algorithm among all asymmetric algorithms which
have been proposed up to now. In fact, the RSA algorithm is a compatible asymmetric cipher, since it
applies a key with various length. In this algorithm security can be assured at the expense of speed. The
typical length of RSA keys are 512- 2048 bits. Rivest et al invented RSA algorithm in 1978 (Rivest,
1978).

Considerable cryptanalysis has approved RSA as a reliable algorithm over the years. It demonstrates
that this algorithm has remarkable amount of reliability. Difficulty of factoring large numbers acts as a
core component of RSA's security. The efficiency of RSA would be ruined if it was possible to find a
simple method for factoring these large numbers.

MAC algorithms are keyed hash functions that allow to verify whether a transmitted message has
been altered. In order to use a MAC algorithm in computer networks, a secret key should be first
distributed to the authorized entities. HMAC, which was designed by Bellare, Canetti and Krawczyk, is
a standardized hash-based MAC algorithm that is widely used as a MAC algorithm and as a
pseudorandom function generator (Bellare, 1996). HMAC takes a message of an arbitrary bit-length and
hashes it with one secret key.

HMAC is proved to be a pseudorandom function under the assumption that the compression function
of the underlying hash function is a pseudorandom function (Bellare, 2006) (note that the security proof
of pseudorandomness provides the MAC security (Bellare, 2000)). However, this does not guarantee
the security of HMAC if it is instantiated with a specific cryptographic hash function such as MD5 or
SHA-1.

The utilization of elliptic curves in cryptography has been proposed for the first time by Koblitz and
Victor Miller individually in mid 1980s (Koblitz, 1987). ECC is known as a sort of PKC which is built
upon algebraic structure of elliptic curve over finite fields. ECC use computation which known as
Elliptic Curve Discrete Logarithm Problem (ECDLP). This algorithm can only be resolved in
exponential time causing ECC became a promising branch of public-key cryptography which offers
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similar security to other “traditional” DLP- based schemes, with smaller key sizes and memory
requirements, e.g., 160 bits instead of 1024 bits.

The National Institute of Standards and Technology (NIST) is a federal non-standards agency within
the U.S. Department of Commerce Administration of Technology. NIST provides specifications for
ECC that are considered safe for application in cryptography. NIST recommends elliptic curves in
binary-fields with values 2163 2233 2248 2409 and 2571 (Hankerson, 2000).

The basic concept of zero-knowledge proof is that the prover exchanges messages with the verifier,
where the prover tries to convince the verifier that the prover knows something without having to tell
the verifier something. Unlike interactive proofs, no-interactive proofs only require one interaction
between participants. Prover sends confidential information to a special algorithm that can calculate
zero-knowledge proofs. The proof is then sent to the verifier, which will check the confidential
information using another algorithm. Non-interactive zero-knowledge proof reduces communication
between the prover and verifier, making ZKP more efficient.

Groth (Groth, 2016) builds on NIZK's argument to satisfy an arithmetic circuit where the proof
consists of only 3 groups of elements. Due to their small size, proofs are also easier to verify. The verifier
only needs to calculate an exponential number proportional to the statement size and check the equation
for the single pairing product, which has only 3 pairs

METHOD

Based on the SNAP document from Bank Indonesia, Open API is used by third parties to access
services from banks or similar parties. To be able to access these services, an authentication process is
used using the header in the API call. The header contains signatures that are only expected to be known
by third parties and APl owners so that it is expected to minimize the possibility of unauthenticated
parties being able to access and enjoy the service.

In this section, we will compare the performance of the two algorithms used in SNAP, namely RSA
and HMAC, with the cryptographic algorithms that are currently widely used, namely ECC and ZK-
SNARK. All four algorithms will be performed at the middleware level, it is the schema where
implement before the request process is performed. The process and flow for creating a signature follow
the directions in the SNAP documen t so that system development also follows the document.

USER THIRD PARTY SMNAP API BANK

User LISBIThIrjd party call SNAP AP Chec.k third party
application signature

Process the request ———  Financial process

Send back response to

User see response third party

Receive response

{ Send back response

Fig 1: SNAP API process
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To develop the system, the Golang programming language was used. For making the API, the echo
library is used (Labstack, 2021) which has been used by many developers as the main library for API
development in the Golang language. To develop the RSA, HMAC, and ECC algorithms, the crypto
library (default library in Golang) is used, while ZK-SNARK uses the gnark library (Gautam, n.d.,
2023).

This research uses the same security level for each cryptographic algorithm used so that a cost ratio
is obtained for each time of creation and signature verification for each algorithm. Below is the algorithm
used for each cryptography.

Table 1: Key size ratio between HMAC, RSA, ECC, and ZK-SNARK

Key Size Security Level
HMAC RSA ECC ZK-SNARK o Key Size Ratio
256* 3072 256 256 128 1:12:1:1
512* 15360 521 388** 256 1.3:40:1.3:1

*key and message must satisfied standard size so security level could be achieve

**implementation of pairing-ECC nowday max uses curve BW6-761 that could create 388 bits key with
security level 192 bits.[14]

HMAC and ECC have the same key size ratio, whereas the higher the desired security level, the higher
the key size required by RSA to achieve that security. The largest current implementation of ZK-
SNARK uses a key size of 388 hits. The size of the key will affect the output length of the signature.
Based on Table 1, at a security level of 128 bits, RSA will have an output signature 12 times longer than
HMAC and ECC, while at a security bit of 256, RSA will produce an output signature length 30 times
longer than HMAC and ECC.

In the HMAC algorithm, it takes a key length equal to the number of algorithms used so that the
expected security level can be achieved. Otherwise, the security level will only be the same as the bit
length of the key, for example in the HMAC-SHA256 algorithm, the key length used must be 256 bits
so that the security level can be maintained with a minimum message half of 256 bits.

The ZK-SNARK algorithm requires a circuit constraint before using the ZK-SNARK algorithm. The
circuit is needed to verify whether the prover knows the circuit and can perform calculations based on
the agreed circuit. In this research, each security level ZK-SNARK will use 2 different circuits, the first
EDDSA with 256 bits and the second with 512 bits.

RESULT
Load tests are used to obtain the performance of an application by calling the endpoint of the
application many times, serially or parallel (concurrent). In this research, a load test is carried out using
the Jmeter application. To get good results, we must isolate the machine used for the load test and each
load test must have the same environment so that stable results will be obtained for each function
measured.
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RSA-HMAC-ECC-ZKSNARK TEST.jmx (/home/ramadhoni/jmeter test/RSA-HMAC-ECC-ZKSNARK TEST.jmx) - Apache JMeter (5.5) - o x

Fig 2: Application interface Jmeter

Table 2: Load test result

Throughp Received

Label A\(/:: :)ge z\r/lnlsr; ?:Ini))( Std. Dev. ut KB/sec KSBe/r;(teC I'BA\Vt%S
(KB/sec) Y
Cfeate_t'e'\:AC—To 1 1 2 0.49 5.1 1.38 322 277
Ve”fy-t'e'z'AC—To 1 1 2 0.37 5.1 2.14 296 430
Create. HMAC 51 0 0 5 0.78 51 1.6 3.28 322
2_Token
ViR IRl s Bl 1 0 2 0.45 5.1 2.14 32 430
2_Token
Create_RnSA_Toke 8 6 16 248 5.1 3.72 3.21 746
Verlfy_RnSA_TOke 1 0 2 0.36 5.1 2.14 529 430
Creatt RSASIZ. 477 303 583 3360 491 1348 314 2813
Token
Verify RSA 512 4 3 9 1.17 =l 214 15.51 430
Token
Create EDDSA T 1 1 6 0.7 5.1 1.6 3.24 322
oken
Ver'fy_OiEnDSA—T 1 1 2 0.49 5.1 2.14 319 430
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Create ECDSA_ T

19 8 61 698 509 333 323 668.7
oken

Verify ECDSA T 23 19 31 279 kil 215 4.92 430
oken

ClOe SNARKT 1mg 123 6538 95274 004 003 003 785

VI SN T 69 53 181 2242 002 001 003 430
oken

Create SNARK_S 12387 10111 24405 291076 002 002 002 1041
12_Token

Verify SNARKLS 137 o4 548 8354 0.02 00l 003 430
12_Token

The table above describes the time allocation, throughput, and data sent for each function that is
executed in parallel. From the table above, the time difference between functions is greatest when
generating tokens in the ZK-SNARK process. This happen because the process when creating tokens
on ZK-SNARK is a high-computation process. After all, it is hoped that this computation can reduce
verification time. As can be seen in the table, even though the token creation process takes an average
of 12 seconds, verification only takes an average of around 132ms.

It can also be seen in the table that the process of creating and verifying signatures in ECC has a low
time. The difference is felt in the creation and verification of 512 bits signatures, RSA has token
generation up to 583ms, while ECDSA only 61ms. However, the RSA process has a faster verification
time than the ECDSA process.

The process in the table illustrates that the most efficient signature generation is using HMAC with
a maximum of 2 ms for 256 bits and 5 ms for 512 bits. This is understandable because of all signature
processes, only HMAC uses a symmetric key so that the creation and verification techniques are quite
easy, namely by comparing the received signature with the signature reproduced by the server.

DISCUSSIONS

From the load test results, we can see that HMAC is the most efficient signature that can be used as
an authentication process between third parties and API providers in SNAP. However, HMAC uses a
symmetric key, which means that the same key is used between the message sender and the message
recipient. This can happen by the way the sender of the message has informed the recipient of the
message the key used or the sender of the message while sending the key to the recipient of the message.

This can result in the key being known by a third party and a third party being able to decrypt the
data sent, or a third party being able to encrypt it and act as if it were the sender of the message. In
addition, there is a greater possibility of guessing keys compared to using asymmetric keys (Lenstra,
2001). That is why HMAC is more widely used on big data because the creation and verification process
is fast, but the data used is not critical.

For asymmetric keys, the most efficient use is to use EDDSA and ECDSA. RSA has a fairly good
verification process time even when using a 256 bits security level. However, the signature generation
time is quite high because it uses a very long key length compared to ECC. In SNAP, signature
generation is still used using RSA because RSA is more familiar in Indonesia than ECC.

On the other hand, ZK-SNARK has quite poor performance when it comes to the proof creation
process compared to other schemes, reaching 2 seconds for 128 bits security and 20 seconds for 256 bits
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security. However, making proof using ZK-SNARK is the safest process at the moment for non-
interactive processes because the prover doesn't need to send how to make the proof and the verifier also
doesn't need to know how the proof was made but can still find out whether the data sent is correct. No.
This can make it difficult for third parties to dismantle the contents of the signature. Therefore, ZK-
SNARK is used in web3 applications, where proofing can be done outside the network and the data sent
is very private and no one should know, including the verifier.

CONCLUSION
From the research results above, we recommend that SNAP use the ECC cryptographic algorithm,
namely EDDSA or ECDSA because it is faster and only requires shorter keys with the same level of
security as RSA. Also SNAP should consider using the ECC algorithm as a cryptographic function to
save data in the financial industry in the future since the data is really important and should be having
some additional security.
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